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| **Ex. No. 1** | **Play Fair Cipher** | | |
| Date of Exercise | 16 – 12 - 2014 | Date of Output Verification | 13 – 01 – 2015 |

**Question**

1. Implement a server client communication with play fair cipher for encryption and decryption of data sent.

**Procedure**

* Remove any punctuation or characters that are not present in the key square (this may mean spelling out numbers, punctuation etc.).
* Identify any double letters in the plaintext and replace the second occurence with an 'x' e.g. 'hammer' -> 'hamxer'.
* If the plaintext has an odd number of characters, append an 'x' to the end to make it even.
* Break the plaintext into pairs of letters, e.g. 'hamxer' -> 'ha mx er'
* The algorithm now works on each of the letter pairs.
* Locate the letters in the key square, (the examples given are using the key square above)
  + If the letters are in different rows and columns, replace the pair with the letters on the same row respectively but at the other pair of corners of the rectangle defined by the original pair. The order is important – the first encrypted letter of the pair is the one that lies on the same row as the first plaintext letter. 'ha' -> 'bo', 'es' -> 'il'
  + If the letters appear on the same row of the table, replace them with the letters to their immediate right respectively (wrapping around to the left side of the row if a letter in the original pair was on the right side of the row). 'ma' -> 'or', 'lp' -> 'pq'
  + If the letters appear on the same column of the table, replace them with the letters immediately below respectively (wrapping around to the top side of the column if a letter in the original pair was on the bottom side of the column). 'rk' -> 'dt', 'pv' -> 'vo'

**Program**

Server:

import java.io.\*;

import java.net.\*;

import java.util.Scanner;

public class NetworkSecurityLabExp1dPlayFairCipherServer {

public static Scanner in = new Scanner(System.in);

public static String key, keycpy, input, inputcpy, output = "", alph, msg = "";

public static char m[][] = new char[5][5], l = 'a';

public static boolean keyid = false;

public static int pa, pb, qa, qb;

public static void main(String[] args) throws IOException {

System.out.println("\n------Server------\nWaiting for Client to connect!");

ServerSocket ss = new ServerSocket(3000);

Socket s = ss.accept();

System.out.println("\nClient Connected!");

OutputStream os = s.getOutputStream();

PrintWriter pw = new PrintWriter(os, true);

setkey();

encode();

pw.println(output);

System.out.println("\nSent the Encoded text to Client");

}

public static void setkey() {

int p = 0;

System.out.println("\n--------Set Key--------");

System.out.print("\nEnter Key: ");

do {

p = 0;

key = in.nextLine();

key = key.replaceAll(" ", "");

for (char a : key.toCharArray()) {

if (((int) a >= 65 && (int) a <= 90) || ((int) a >= 97 && (int) a <= 122)) {

} else {

p = 1;

}

}

if (p == 1) {

System.out.println("\nNote: Only Alphabets are Allowed");

System.out.print("\nEnter Valid key: ");

}

} while (p == 1);

key = key.toLowerCase();

key = key.replaceAll("j", "i");

keycpy = key;

keyid = false;

alph = "abcdefghiklmnopqrstuvwxyz";

setmatrix();

}

public static void encode() {

System.out.println("\n---------Encode--------");

texttoencode();

for (int i = 0; i < inputcpy.length(); i += 2) {

match(inputcpy.charAt(i), inputcpy.charAt(i + 1));

if (pa == qa) {

if (pb == 4 || qb == 4) {

if (pb == 4) {

output = output + m[pa][0];

} else {

output = output + m[pa][pb + 1];

}

if (qb == 4) {

output = output + m[qa][0];

} else {

output = output + m[qa][qb + 1];

}

} else {

output = output + m[pa][pb + 1] + m[qa][qb + 1];

}

} else if (pb == qb) {

if (pa == 4 || qa == 4) {

if (pa == 4) {

output = output + m[0][pb];

} else {

output = output + m[pa + 1][pb];

}

if (qa == 4) {

output = output + m[0][qb];

} else {

output = output + m[qa + 1][qb];

}

} else {

output = output + m[pa + 1][pb] + m[qa + 1][qb];

}

} else {

output = output + m[pa][qb] + m[qa][pb];

}

}

System.out.println("Encoded Text: " + output);

}

public static void match(char a, char b) {

for (int i = 0; i < 5; i++) {

for (int j = 0; j < 5; j++) {

if (m[i][j] == a) {

pa = i;

pb = j;

}

if (m[i][j] == b) {

qa = i;

qb = j;

}

}

}

}

public static void texttoencode() {

output = "";

System.out.print("\nEnter Text: ");

input = in.nextLine();

inputcpy = input.replaceAll("j", "i");

for (int i = 0; i < inputcpy.length() - 1; i++) {

if (inputcpy.charAt(i) == inputcpy.charAt(i + 1)) {

inputcpy = inputcpy.substring(0, i + 1) + "x" + inputcpy.substring(i + 1, inputcpy.length());

}

}

if (inputcpy.length() % 2 == 1) {

inputcpy += "x";

}

System.out.println("Manipulated Text: " + inputcpy);

}

public static void setmatrix() {

System.out.println("\nKey Matrix");

for (int i = 0; i < 5; i++) {

for (int j = 0; j < 5; j++) {

m[i][j] = fill();

System.out.print(" " + m[i][j]);

}

System.out.println("");

}

}

public static char fill() {

if (keyid == false) {

return keychar();

} else {

return alphchar();

}

}

public static char keychar() {

char t = 0;

int p = 0;

for (char c : keycpy.toCharArray()) {

if (c != '1') {

t = c;

keycpy = keycpy.replaceAll(c + "", "1");

alph = alph.replaceAll(c + "", "1");

p = 1;

return t;

}

}

if (p == 0) {

keyid = true;

return alphchar();

}

return 0;

}

public static char alphchar() {

char t = 0;

for (char c : alph.toCharArray()) {

if (c != '1') {

t = c;

alph = alph.replaceAll(c + "", "1");

return t;

}

}

return 0;

}

}

Client:

import java.io.\*;

import java.net.\*;

import java.util.Scanner;

public class NetworkSecurityLabExp1dPlayFairCipherClient {

public static BufferedReader br = new BufferedReader(new InputStreamReader(System.in));

public static Scanner in = new Scanner(System.in);

public static String key, keycpy, input, inputcpy, output = "", alph;

public static char m[][] = new char[5][5], l = 'a';

public static boolean keyid = false;

public static int pa, pb, qa, qb;

public static void main(String[] args) throws IOException {

System.out.println("\n------Client------");

Socket s = new Socket("127.0.0.1", 3000);

System.out.println("\nConnected to Server\n");

setkey();

InputStream is = s.getInputStream();

BufferedReader brs = new BufferedReader(new InputStreamReader(is));

System.out.println("\nWaiting for Server to Send CipherText");

input = brs.readLine();

System.out.println("Received CipherText: " + input);

decode();

System.out.println();

}

public static void setkey() {

int p = 0;

System.out.println("\n--------Set Key--------");

System.out.print("\nEnter Key: ");

do {

p = 0;

key = in.nextLine();

key = key.replaceAll(" ", "");

for (char a : key.toCharArray()) {

if (((int) a >= 65 && (int) a <= 90) || ((int) a >= 97 && (int) a <= 122)) {

} else {

p = 1;

}

}

if (p == 1) {

System.out.println("\nNote: Only Alphabets are Allowed");

System.out.print("\nEnter Valid key: ");

}

} while (p == 1);

key = key.toLowerCase();

key = key.replaceAll("j", "i");

keycpy = key;

keyid = false;

alph = "abcdefghiklmnopqrstuvwxyz";

setmatrix();

}

public static void match(char a, char b) {

for (int i = 0; i < 5; i++) {

for (int j = 0; j < 5; j++) {

if (m[i][j] == a) {

pa = i;

pb = j;

}

if (m[i][j] == b) {

qa = i;

qb = j;

}

}

}

}

public static void decode() {

System.out.println("\n---------Decode--------");

inputcpy = input;

for (int i = 0; i < inputcpy.length(); i += 2) {

match(inputcpy.charAt(i), inputcpy.charAt(i + 1));

if (pa == qa) {

if (pb == 0 || qb == 0) {

if (pb == 0) {

output = output + m[pa][4];

} else {

output = output + m[pa][pb - 1];

}

if (qb == 0) {

output = output + m[qa][4];

} else {

output = output + m[qa][qb - 1];

}

} else {

output = output + m[pa][pb - 1] + m[qa][qb - 1];

}

} else if (pb == qb) {

if (pa == 0 || qa == 0) {

if (pa == 0) {

output = output + m[4][pb];

} else {

output = output + m[pa - 1][pb];

}

if (qa == 0) {

output = output + m[4][qb];

} else {

output = output + m[qa - 1][qb];

}

} else {

output = output + m[pa - 1][pb] + m[qa - 1][qb];

}

} else {

output = output + m[pa][qb] + m[qa][pb];

}

}

System.out.print("Decoded Text: " + output);

}

public static void setmatrix() {

System.out.println("\nKey Matrix");

for (int i = 0; i < 5; i++) {

for (int j = 0; j < 5; j++) {

m[i][j] = fill();

System.out.print(" " + m[i][j]);

}

System.out.println("");

}

}

public static char fill() {

if (keyid == false) {

return keychar();

} else {

return alphchar();

}

}

public static char keychar() {

char t = 0;

int p = 0;

for (char c : keycpy.toCharArray()) {

if (c != '1') {

t = c;

keycpy = keycpy.replaceAll(c + "", "1");

alph = alph.replaceAll(c + "", "1");

p = 1;

return t;

}

}

if (p == 0) {

keyid = true;

return alphchar();

}

return 0;

}

public static char alphchar() {

char t = 0;

for (char c : alph.toCharArray()) {

if (c != '1') {

t = c;

alph = alph.replaceAll(c + "", "1");

return t;

}

}

return 0;

}

}

**Input**

Key: William Scott

Plain Text: welcome

**Output**

![](data:image/png;base64,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)![](data:image/png;base64,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)

**Result**

The given Play Fair cipher is successfully implemented in a client server communication.
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